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 Abstract 
The “Configurative Programming”  is the proposal of a new 
paradigm to develop software based on the idea that applications 
can be realized without the formalisms and the tools typical of 
the traditional programming languages, in general domain of the 
professional developers, preferring an approach that foresees to 
configure a software environment  potentially usable by whoever 
instead knows how to use a computer. This paradigm facilitates 
the activities of  software development and maintenance because 
it favours the direct participation of the customers to the  
software production and simplifies the distribution and the use of 
the realized code. 
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Introduction 
In the first section of this treatise we briefly deal with the evolution of the programming languages, underlining the 
meaningful improvements gotten at every single step of the evolutionary process and comparing the languages with the 
different methodologies proposed for the management of the software life cycle. On the basis of this analysis we 
expose, in the second section, the motivations that have conducted us to define this new programming paradigm. 
In the third section we introduce the proposed axiomatic model as the theoretical base of this new paradigm, discussing 
the principles of it and analyzing the improvements introduced in the production of the software. In the fourth section 
we potentially treat of how such paradigm allows to define different programming languages, also allowing to extend 
the community of the developers, particularly we will explain how these languages will simplify and make faster the 
software development activities and the software maintenance activities. 
The fifth section analyzes the first programming language defined with this new model, illustrating, with particular 
emphasis, the choices that have conducted to the definition of the most meaningful elements. We will conclude 
discussing some perspectives offered by the configurative programming. 
 
I - The evolutionary process of the programming languages 
The programming has been one of the principal areas of study of the computer science for a long time; in the last eighty 
years the different theoretical approaches used have conducted to the definitions of different paradigms and 
programming languages. 
 
Initially, when still the famous computers did not exist the way they do today, scientific community was predominantly 
focused on the determination of the basic principles of Information Science. As in that period the philosophical aspects 
of the subject began to be framed inside mathematical models of reference, it was natural that also the approaches to the 
programming were also them primarily directed to mathematical models type. 
 
The Turing Machines, proposed1 by A.M. Turing, really constituted the typical example of a machine (or computer) 
meant to perform different algorithms but, typically, inside a predominantly mathematical field of application; in facti, 
Turing machine used some numerical systems to represent the treated information, the state assumed after every single 
activity it turns and the instructions that could be performed. 
For the purpose of this treatise it is not necessary to deepen the basis of the theory of computation, instead it is 
remarkable to consider an important consequence of these ideal machines: Turing pointed out that it was possible to 
invent a more general single machine, called universal computing machine, able to simulate the activities of one any 
other Turing machine. 
 
The idea that a calculator could be programmed thinking of working on another calculator introduced the concept of 
abstraction that allowed to avoid the use of the machine languages, also named low-level languages, replacing them 
with formal languages of higher level. It is known that the first calculators were programmed directly producing code in 
binary (the code was written with the so-called first generation languages or 1GL) the following developments led to 
the use of symbolic languages or assembly languages (defined second generation languages or 2GL), in which the 
binary strings were replaced by correspondents textual symbols: as examples of symbolic languages we can mention 
IBM BAL and VAX Macro. 
 
The use of the symbolic languages induced however some substantial problems: the programs were always writings for 
the family of calculators that had to perform them, therefore they were dependent on a specific hardware; besides the 
programmer worked with tiresome mental operations that were different from those typically used by the human beings. 
 
In the period between the years '50s and the years '60s experts exerted themselves trying to find solutions to such 
problems; these efforts were concretized in the definition of different programming languages, each mostly turned to 
specific application areas of the real world, that had in common a lexicon and a syntax nearer to the human level: for 
this reason defined as high-level languagesii . 
 
These languages (known also as 3GL or third generation languages) typically used key words and codes derived by the 
English language, in such way the source codes were more easily legible and comprehensible by a human programmer 
but naturally they could not be processed by a computer without a translation in its specific machine language that had 
to happen preventively or during the execution: initially the translation was realized in execution time through a 
component (called interpreter) who translated in the specific code machine; subsequently, the necessity of making the 
                                                 
i  According to a conjecture of A. Church, note as Church's Thesis, the class of the problems that could be symbolized and solved with a Turing 

machine corresponded to the class of the computable functions; in effects the same Turing showed as the halting problem was not solvable: a 
Turing machine would be able not to answer if another machine will arrest him or less. 

ii   In the succession of this treatise we will see various classification of some programming languages; since also the languages as the other 
softwares, endure periodic revisions and updatings, it could happen that different versions of a same language belong to different families. 
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execution time faster and improving the abstraction process, led to the definition of the compiler concept: a dedicated 
instrument that it allowed a translation that came executed, in optimized way, one single time before the execution. 
 
The high-level languages are also known as directed to the assignment (task-oriented) that is with reference to the 
environment in which the programmers would have had to operate; from this approach it derived a classification of the 
languages in three great families still used today: 
• the imperative languages in which writing some code means to instruct the computer on “what to do” and “what to 

get”; the program is constituted by a sequence of instructions to be performed in pre-arranged order, through flow 
instructions, that they change the content of the memory of the computer (assignment of variables values, passage 
of parameters). In this class we find the more common historical languages, the ALGOL and the FORTAN 
dedicated to the scientific calculation and particularly used by mathematical, physical, astronomers; the COBOL 
for managerial type applications; the Pascal, the BASIC and the Modula-2 used in education field; the C for the 
operating systems and the games; the Ada used for military applications, critical mission, embedded systems, 
communication, CAD and finance; 

• the functional languages used for the pure functional calculation; based on the use of functions that recall 
(recursion) or call other functions. They don't use the traditional concept of assignment of values to variables 
because the main data structure is the list. The best known language of this class is the LISP, particularly used in 
the artificial intelligence, in the military applications and in the world education, especially for its peculiar 
characteristic: that allows the direct implementation in a program of the computational model of the λ-calculation 
of Church2; 

• the logical said declaratory languages also because to the program is expected to demonstrate the truth of an 
assertion; the source code is constituted by a series of assertions of facts and rules without necessarily previously 
specifying the flow of execution, it will be the program to look for it according to the suitable objective. These 
languages don't have a specific field of application but they are particularly valid to solve problems that concern 
entity and relationships; the PROLOG is the most known declaratory language. 

 
For the goals of our treatment it is important to consider the cultural hinterland in which the programming of the time 
was developed; in that period prevailing necessity was to have formalisms that allowed to easily share among different 
programmers what realized by a single component; it was therefore necessary to simplify the activity of maintenance of 
the code and to guarantee the retention of the know how: the requirement to render the development activity of the 
software less subjective lead to the definition of specific methodologies of work. 
 
At the end of 60 years' the software development began to be considered nearly like industrial activity, the necessity to 
make to cooperate different programmers on the same project was implemented using typical methodologies of the 
industrial world of the time. Particularly the new development methodologies introduced were based on the concept of 
module; the process of software development started with the approach to decompose the initial problem in more parts 
or modules, each one developed independently from the other, that at last they were recomposed in a single final 
product. This model of software development was defined waterfall model3 and, within the theory of the languages, it 
introduced the concepts of the date hiding, of the encapsulation and of the structured programming. 
 
The objective of the structured programming was to simplify the writing of the code forcing the programmer to use few 
structures of control that guaranteed one entry point and one exit point; these object were reached through programming 
languages that, implementing the principles of the theorem of Böhm-Jacopini4, avoided the deleterious use of the 
unconditioned jump (goto5) from which derived the harmful phenomenon of spaghetti code. ALGOL, Pascal, Modula-
32, C, Ada they are some examples of structured languages. 
 
A salient aspect of this new approach to the programming is the less importance given to the programming language 
used6 as opposed to a greater attention towards the data structures and the algorithms used to computerize7 a problem; 
the data and the algorithms could be considered in independent from the formalisms that every specific language used 
in order to implement them, therefore the programmers had to dedicate greater attention to them in order to obtain a 
better code. 
 
The structured programming was therefore a theoretical model that had to lead to the realization of sturdy code; but the 
real experience demonstrated that the developed software did not always satisfy the expectations of the customers.  
Until the half of ‘80s the common opinion was that the cause of such inaccuracy derived from errors committed in one 
of the various phasesiii  of software development; therefore greater emphasis was given to the adopted methodology of 
development . 
 
                                                 
iii  The typical approach previewed that the macro-activities of analysis, plan and development ulteriorly were subdivided in: study of feasibility, 

collection of requirement, analysis, planning, development, testing and put in exercise. 
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As the waterfall model used an approach in more phases in which one could pass to the following phase only after 
having concluded and validated the previous one, it was obvious that an error in the phase i caused errors in all the 
phases from the i+1  onwards. It was decided therefore to use the V model8 in which the macro-activity of analysis, plan 
and development they were faced from the general level to the particular level (in descending sense) and subsequently 
verified from the particular level to the general level (in ascending sense): in this way they hoped to reduce the errors 
because the activities near the customers, considered more subject to error, were verified before. 
 
Likewise to the methodological processes also the programming languages had an evolution: the demand to use 
instructions with  formalisms nearer to the human language led to the creation of the fourth generation languages or 
4GL: particularly useful in the scripting and the languages of interaction with the database. 
 
Despite the corrective interventions on languages and methodologies, the real experience continued to demonstrate that 
the phenomenon of the software not in compliance with the users’ expectations still existed; that convinced the 
scientific community to accept the idea that it was impossible to realize a code that could totally satisfy the expectations 
of the customers: for many it became clear that the process of software development was intrinsically an uncertain 
activity. To face this new awareness was thought to make to again evolve the methodologies, proposing new models of 
reference, each able to face the uncertainty depending on the specific necessities of the application domain that the 
software required. 
 
The incremental delivery, with its evolutions9, constituted a valid approach for those realities that wanted to receive as 
soon as possible a part of the expected solution: the software was realized and delivered to single pieces. Instead in the 
situations in which the technological uncertainty it cohabited with the uncertainty of requirement it was proposed the 
prototyping model10 based on the preventive creation of a prototype of the final solution on which to deepen discussions 
and analysis. 
 
The models proposed by the literature, from the waterfall type to the prototyping, also articulating in different way the 
phases of the development process used always a same sequential approach; however some application fields existed 
(multimediality, operating systems, simulation models of natural phenomenons, control of production processes, etc.) in 
which it was not possible to follow a sequential approach. For these cases the spiral model11 was proposed: this model 
was created on the presupposition that all the remarkable elements of the project were carried on in parallel as long as 
they reached a specific moment (defined milestone) in which all the actors involved in the project had to analyze how 
much realized and make any correction; the development process was cyclical because after the first milestone all the 
activities had to restart again, always in parallel, up to the new point of milestone. This model was called “spiral” 
because to every cycle the error margin stretched to reduce itself until converging towards one optimal solution. 
 
From the point of view of the theory of the languages these models brought to the definition of the paradigm of object 
oriented programming. The approach adopted by this paradigm12 consisted in representing the reality with some entities 
(definied classes) containing both the data structures and the procedures (definied methods) that operate above; when a 
program created an element of a class it activated an object and different objects could communicate among them 
through messages. The basis of this theory derive from studies of Dahl and Nygaard on the language SIMULA 13 and 
they conducted to the diffusion of different object oriented languages such as Smalltalk, C++, SQLWindows. 
 
The object oriented programming has been able to produce a substantial improvement in the activity of development of 
the code, but such improvement has happened with an increase of the level of complexity of the same code; since every 
single part of the problem had to be defined in precise way, it was necessary to manage languages with a lot of 
opportunities. To find enough programmers able to profitably use these languages constituted for a long time the 
greatest obstacle to the diffusion of this  model. With the new millennium the complexity of the problems to be faced 
increased following the new requisite determined by the consolidation of the web paradigm: substantially the code was 
expected to be able to operate moving itself on a world net, that it had to integrate heterogenous environments and 
hardwares and that could not guarantee the speed and the typical reliability of a LAN. 
To solve these problems a new class of languages was proposed for the software dynamic development, defined 
dynamics languages, to which some new methodologies of development notes were placed side by side, known as agile 
methodologies. 
 
The introduction of Java constituted a typical example of language able to supply support to these demands. Necessity 
to produce software that could operate on heterogenous platforms hardware, was reached particularly emphasizing the 
principle of separation among the code and the hardware that performed it through the introduction of the concept of 
virtual machine: on every type of hardware a particular version of the virtual machine was obviously necessary but, if 
present, hardware various could execute the same code. 
The used technique required that every class of a Java program was individually compiled producing a bytecode; in 
execution time, therefore to run-time, the virtual machine would have loaded the necessary bytecodes and, if required, it 
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would also have performed them on different computers: this technique resulted extremely profitable both in the 
multilevel architectures typical of the corporate environments and in the solutions that use the webiv as a model of 
reference. 
 
More recently the objective of a further reduction of the level of complexity of the languages has conducted to the 
introduction of the concept of Domain Specific Languages14 (DSL): for this new concept different definitions have been 
proposed, generally united by the idea that the DSLs are languages clearly dedicated to the resolution of particular 
problems of specific application domains.  
The primary goal of the DSL aimed to reduce the existing distance between the problem and the code, that was 
achieved simplifying the structure of the language that stretches to model itself on a specific class of problems. In some 
circumstances the specialization of the language has allowed to directly submit its management to the experts of the 
application domain; for this reason these languages become known as languages for not-programmers or end-user 
languages: for example the macro language of the spreadsheets, the HTML, the syntactic specifications through BNF, 
the SQL. 
 
The objective of a greater dynamism has also been pursued for the process of software development, that has been made 
simpler and light, introducing new methodological models defined agile15 (agile methodologies or lightweight 
methodologies) whose purpose was to supply models of reference that constituted a reasonable compromise in the 
choice between code development without using methodologies of development (with the risk of the chaos and the 
absence of results) and code development using extremely rigid and heavy methodologies (with the risk of obtaining a 
different software from what the customers expected). 
 
These methodologies16 have accepted the fact that reality is in continuous evolution, therefore every problem must be 
faced with an adaptive approach and not a predictive one: it is necessary to adapt dynamically to the reality and not to 
try to plan what could happen. Besides agile methodology is directed towards the team of development and not towards 
the process; if the focus of the traditional methodologies aimed to define trials without taking into account of the 
development team that would have automatized them, with the agile methodology express it is demanded to support the 
activity of the development team. In particular the ability to develop progressively the code continuously, testing it and 
eventually rethinking about the choices made, closely is connected to the adaptive ability of the development team that 
will have to contain not only programmers and information technologies experts, but also the buyers, that is the 
customers of the demanded software.  
 
Among the different methodologies agile proposals, the most important has been the Extreme Programming17 (XP) of 
particular interest for the great emphasis it gives to the concept of the test. If the test activity has always been a phase 
previewed by all the processes of software development in the XP the test assumes a crucial role: the programmer will 
have to write the tests that will verify the code even before writing the same code. This approach, strongly directed to 
the test,  is generally become known as test-first.    
 
The attempt to simplify the activity of software development has also been the objective pursued by the general 
purpose languages or GPL, primarily through the adoption of visual or graphical tools. To the programmer these 
languages have supplied an integrated visual environment of development (IDE) that allowed to shape in rapid way the 
graphical user interfaces of the consumers (form, grids, text box, button, etc.) integrating them with the code written by 
the programmer. These languages have simplified the problem of managing object oriented classes hierarchies 
supplying some special visual tools; they allowed to develop code assembling and adapting some component softwares 
seed-worked purchasable on the market or available in the world open-source; they have facilitated the access to the 
documentation and the help supplying mechanisms that facilitate the creation and the use of available resources on the 
web. The following evolutions of Visual Basic, SQL Windows, Delphi, are examples of these languages. 
 
The introduction of the Microsoft. NET Framework caused a wider diffusion of these solutions concerning; an 
additional component to the operating system that has allowed to have an integrated platform for the development of 
service oriented applications directed able to also operate in operational environments in which the web18 plays a 
primary role. Of particular interest has been the introduction, also in this context, of the concept of the virtual machine 
already discussed for Java, implemented through the use of the Common Language Runtime (CLR).  
The. NET Framework also allowed to abstract the language used for the development: a programmer has been able to 
already use a language known by him, select among those adherent to the specifications of the. NET Framework, to 
write code and to produce the version compiled for the CLR. C #, Visual Basic. NET, J #, ASP.NET, Delphi 8, 
DotLisps, are all examples of such languages. 
                                                 
iv  The applet is a typical example of single part of code that a web server sends to the remote clients for a local execution. 
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Even if the termv is used in not uniform way, the languages of the last generation sometimes were known as 5GL or fifth 
generation languages. 
 
II - Our opinion around the opportunity of a new programming paradigm  
In the preceding section we have shortly summarised the evolutionary footsteps made by the software; what described 
put in evidence as the development process has been constantly influenced by the need of simplifying the activity of 
realization and maintenance of the code. 
 
This requirement has been pursued through the definition of several paradigms from which different development 
methodologies and multiple programming languages are derived. The mutual existing relationship between 
methodologies and languages is for a long time object of attention; particularly if we consider the methodology as the 
implementation of a specific model among those proposed for improving the processes of software development.  
Even if there are cases in which the languages have anticipated a methodology, usually the times of evolution of the 
methodologies are quicker than the languages simply because they are studied by more people; in fact if relatively few 
individuals are interested in the programming languages (a subset of which much interested in the computer science), 
the methodologies that improve the development process are object of ampler searches because they derive from the 
application to the software of the more general theories of the management on the improvement of the production 
process. 
 
This relation between process and language can be expressed by the measure of the complexity degree; the figure 119 
puts the evolution of the complexity in relationship with the language and the methodology. 
 

The course of the graph 
underlines what already 
discussed; the simplification is 
a requirement commonly 
perceived that already it has 
been attempted to obtain; in 
effect the last models 
proposals have already lead to 
the definition of 
methodologies and languages 
that aim to reduce the problem 
of the complexity. 
 
But we think that an further 
step towards the reduction of 
the complexity can happen 
only introducing new models 
of reference that allow to 
define methodologies and 
languages effectively simpler; 
but which can be the levers on 
which acting in order to 
complete this new 
evolutionary leap towards the 

increase of the simplicity? 
 
We believe that an answer to this question can be found travelling over again the evolution process of the languages and 
the models discussed in the first part of this treatise; in particular dedicating greater attention to the languages rather 
than to the development methodologies. In fact experience induces us to affirm that a valid methodological support 
succeeds in exalting the effectiveness of a language but any methodology, however valid, can make the potentials of a 
specific programming language meaningfully evolve towards a superior level. 
 
                                                 
v  Some authors consider these characteristics had already satisfied since 4GL intending the 5GL as the 4GL evolution towards the use of the bases 

of knowledge. 

 
 
   Fig. 1 –  evolution of the complexity in relationship with the language and the methodology 
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Figure 2 puts in evidence, briefly, as the 
evolution of the languages has happened 
through the movement of their orientation; 
if the first languages were predominantly 
directed to the physical machine, the 
following generations have tried to move 
towards the requirements of the computers 
in order to approach more the human 
requirements. But if we analyze in detail 
what discussed previously on the so-called 
human-oriented languages, we find that 
these languages have been nearer the 
requirements of the professionals of the 
computer science rather than to the 
requirements of the generality of the human 

beings. 
 
In effects, also sharing the objectives that some DSLs have tried to pursue in the attempt to approach the end users to 
the problems of the programming, we notice that this has happened to the detriment of an excessive reduction of the 
general potentials of the languages that have been confined in specific application domains: in fact the number of the 
potential users has been reduced inside to the experts of a single domain. 
 
These considerations allow us to affirm that the objective of the simplification of the language can be reached only 
defining some formalisms that allow to increase the number of individuals able to create new applications software. 
 
It is obvious that this objective is reached if we are able to answer to the following question: “Which characteristics 
must a programming language have to be defined simple?”. To find an answer to this question it is again useful to 
examine the salient characteristics of the previous generations of programming languages.  
 
In the first place we do not believe that the simplification can be reached using formalisms that supply evolved 
mechanisms of representation of the reality combined to a rich set of tools and commands to manipulate it: the history 
of the object-oriented languages has clearly demonstrated the validity of this approach, unfortunately it demands 
programmers with a remarkable experience. 
On the other hand not even the use of formalisms logical abstracts allows to reach the objective: the same Turing 
machine, as others you approach20 to the theory of the computability, they have demonstrated that a set extremelyvi 
reduced of data structures and instructions could be diffused towards a vast group of individuals, but difficultly using 
them they could be realized the software usually present on the market. 
 
Equally little fruitful, for our objectives, also it has been the experience to make the experts of the application domains 
participate to the definition of the languages. In 1959 the first version of the language COBOL21 came really defined by 
a committee - “The Short Range Committee”- risen on initiative of the United States Government and a mixture of 
leaders of the primary public and private organisms of the epoch; the result has been a language of enormous success 
because it supports in an extremely valid way the financial demands, administrative and of the business (in fact COBOL 
is the acronym of “COmmon Business Oriented Language”), but whose use has always been domain of the 
programmers. 
 
Therefore the last experience demonstrates as the attempt of the simplification of the languages can be only pursued 
with not traditional approaches; our opinion is that the configurative programming constitutes a new and meaningful 
approach to reach this objective. 
 
Computer science uses the verb to configure in different circumstances, the Cambridge Advanced Learner's Dictonary 
defines it as “to adjust something or change the controls on a computer or other device so that it can be used in a 
particular way”; in our vision it allows to attribute an ampler meaning to the term “to program”. We believe that the 
expression “configurative programming” can express a new model of the software development based on this idea: it is 
possible to automatize an activity programming a calculator, in indirect way, through an execution environment 
(present on the same calculator) that is opportunely configured using a predefined set of elementary elements 
manipulated through rules that permit their correct use.  
                                                 
vi  In particular we refer to that ideal machine, defined Unlimited Register Machine (URM), derived from the studies of Stepherdson and Sturgis; 

this machine is extremely simple because it uses only four instructions and a single type of data constituted by an endless succession of registers. 

  
  Fig. 2 –  move of the focus of the languages during their evolutionary trial 
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In the next section we will define with more precision this new programming model using some axioms; as how this 
new approach can be used in order to extend the community of the developers it will be object of discussion of the 
fourth section of this treatise. 
 
III – The Configurative Programming  
The “Configurative Programming” is a new paradigm for the software development that doesn't use formalisms and 
tools typical of the traditional programming languages, but it adopts a new development model based on the principle of 
the configuration.  
 
The axioms of the configurative programming are the followings: 
1)  we define “Configured Application” a whatever software realized through the model of the configurative 

programming  

2)  we define “Execution Environment” the infrastructure dedicated to the execution of a generic configured 
application 

3)  the execution environment has to allow the development, the distribution, the execution and the interaction of 
configured applications both on computer stand-alone and on multilevel architectures composed by calculators in 
various way connected in public or private nets 

4)  a configured application is developed through the allocation and the configuration of the elements supplied from 
the execution environment 

5)  the elements supplied by the execution environment can be composed, also repeatedly, to constitute more complex 
elements 

6) the elements supplied by the execution environment can be configured in their own characteristics, in the actions 
that can develop and in the events which will be subject during their life cycles 

7) we define “Data Source” the data structure (es. file, database, knowledge base) containing all the information that a 
configured application can manipulate 

8) the set of the configurations that constitute a configured application is stored in a specific data source that we define 
“Configurations Library” 

9)  a configured application can access different data sources and it manipulates them through the elements supplied by 
the execution environment  

10)  the tools supplied by the execution environment to manipulate the data sources have to be independent from a 
particular implementation of the data source 

11) the execution environment allows to manipulate the configuration library at the same manner in which manipulates 
the other data sources 

12) the execution environment has to expose elements dedicated to the interaction between a configured application 
and another configured application and between a configured application and a specific software realized through a 
traditional programming language. 

 
From the emphasis that the various axioms set on the concept of configuration it is derived the idea to define this new 
model of programming as “Configurative Programming”; we proceed, therefore, discussing about some remarkable 
concepts that derive from the analysis of the axioms.  
 
We begin to underline that this model allows to develop the software through the configuration of the elements set to 
disposition of the execution environment; since it is the execution environment that allows the programmer to compose 
some instructions that automatize a certain activity, it is possible to assimilate the role of this model to that of a 
programming language. In reality the exact role of this model is ampler; to understand we observe the figure 3 recalling 
some concepts already discussed above. 
 
We first notice that this execution environment has the ability to execute, at run-time, commands  received from who 
programs it: therefore it is possible to consider it a particular type of interpreter. 
The fact that the configuration happens on elements supplied by a software layer present on the calculator, a sort of 
middleware that beside the mechanisms of access to the data sources (database, file system, etc.) exposes also 
commands to manipulate them, allows us to think that it also the same aim as the CRL of Microsoft. 
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The execution environment can be seen, by his 
programmers, as an ideal machine with a similar 
aim as the virtual machine of Java; in fact it is 
possible that an application, realized according 
to this development model, runs on different 
families of calculators if every calculator has 
versions dedicated of the execution environment 
(versions that however must offer the same 
environment to configure to the programmers). 
 
Therefore we can think how all these 
considerations are valid for a system in 
compliance with the principles of the 
configurative programming, for this reason it is 
correct to consider it as a closed model that 
includes: 
1. the elements to be configured and the rules 

to manipulate them 
2. the mechanisms that allow the software to 

be developed 
3. the environment that performs the software. 

 
Then, we can consider this system as a ideal machine able to perform some programs that are developed by the 
programmers and preserved in the configuration library. When the execution of a program is demanded, this machine 
will first load the necessary configuration from the configuration library, then it will use it to configure a new machine 
specifically dedicated to the execution of this program, finally it will execute the program activating the dedicated 
machine; in execution time the dedicated machine can interact with its users receiving input, elaborating data and 
producing output. 
We immediately notice that this machine satisfies the requisite of the Von Neumann architecture22: therefore it is 
possible, on a certain point of view, to consider it as a concrete implementation of the universal Turing machine and to 
affirm that it has computational power analogous to the same universal Turing machine. 
 
The typical characteristic of the Von Neumann architecture to treat data and programs in the same way, loading both in 
memory in execution time, finds a new application scenary inside of the configurative programming. While in a 
traditional programming language the software is written with formalisms and different tools by those commonly used 
for the data, in the configurative programming the software can be edited with the same mechanisms used for the data 
and preserved on the same mass storages (database, file systems, etc.). The code generation process is quickly in 
comparison with the DSL and is not required to embrace a specific application domain. 
 
Substantially the expressive power of these languages, considered like ability to face wide classes of problems, depends 
on the implementation of the configurative principle adopted. We think that a configurative language is valid if it 
exposes the sufficiently wide mechanisms to cover the requirements standard of a single application domain or, 
alternatively, of more application domains that share a standard level of users; therefore, the correct definition of such 
mechanisms becomes the focal point to develope a configurative language. 
As the technique of the constructions teaches us that starting from a little set of initial materials it is possible, using 
them in sufficent quantities , to build small or large buildings, equally we think that it is possible to define a little set of 
basic elements (the materials) and rules (the techniques of construction) to manipulate them that allow to face the 
challenge of the automation processes.  
Besides, we believe that this facility in the code creation opens a new suggestive scenery in the software development: 
the model of configurative programming can become an extremely valid model to develop code in small pieces, for this 
it favours an approach both adaptive and incremental. 
 
In fact, if a professional programmer is able to face and to develop an application through an approach to single 
footsteps, is also true that the consolidation of every footstep asks effort, knowledge and ability of vision that are not 
verifiable in the generalities of the computer users. Instead the configurative programming allows to a not professional 
programmer to really develop for single parts, because it allows to focus the attention on a specific aspect and to try 
immediately the effective operation without having to realize a single module software in a complete way; this 

 
  
Fig. 3 – description of the configurative model 
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possibility actually derives from the mechanism of code realization that evolves from a process based on the writing to a 
process based on the configuration of the semi-finished elementsvii supplied from the execution environment. 
 
All that evidences as the configurative programming is particularly applicable with the most recent methodologies of 
software development: in fact the ability to sustain an adaptive approach makes it coherent to the principles of the agile 
methodologies. However this approach is also applicable with success with the most traditional methodologies, 
because: 
• It meaningfully supports the development process based on the spiral development methodology; in how much it 

allows, after every milestone, to simply and easily modify big quantities of code modifying the configuration 
already performed. 

• It is useful in the prototype model because it facilitates the creation of the prototype and moreover it allows to 
obtain various prototypes each usable in different experimental contexts. 

• It satisfies the incremental model because the demand for a software for single pieces to supply to the customer 
sequentially is easily applicable both in the production phase of the single pieces and in the distribution phase (it 
will be enough to insert a new configuration in the configuration library). 

• It favours the orderly participation to the writing process of the configurations of the various programmers that 
work on the same project, therefore it improves the results gotten by the application of the based methodologies on 
the models to V or waterfall. 

The ability to successfully face the process of software development and maintenance, using different development 
models, allows us to affirm that the configurative programming is valid independently from the used methodology.  
 
A further interesting reflection derives from the analysis of the last axiom: the requisite to have configurative languages 
that interact with other traditional languages is tied up to the opportunity not to consider the configurative model as a 
“panacea” for all the demands to computerize. The following section will show that the possibilities offered by the 
configurative model will be best manifested in the contexts in which the demands of vast communities of programmers 
will be satisfied; particularly we will see how by pushing this model to its extreme limit we would get some new 
languages whose use would be more complex than the traditional languages: the 12° axiom preserves us from such 
degeneration because it allows the integration of software modules realized through the configurative model with other 
software modules developed with traditional languages. 
 
IV – Principle of the orientation of the configurative programming 
In the preceding sections we have discussed and defined the model of the configurative programming, we will now 
examine as such model contributes to the increase of the community of developers; particularly it will be analyzed 
because this approach simplifies the process of software development and maintenance. 
 
The analysis of the axiomatic model evidences as the base of this new approach to the programming derives having 
moved the focus of the programmer from a writing process to a configuration process; if such focus movement 
effectively simplifies the activity of software development or instead it makes it more complex depends on how much it 
succeeded to simplify the configuration process. 
It is obvious that a extremely articulate configuration process, based on many elements everyone configurable in 
extremely meticulous way, will hardly conduct to the definition of a simple programming language, therefore it won't 
allow the diffusion of it on a vast community of programmers. As the demand to simplify the mechanisms of software 
development is connected with the demand to simplify the mechanisms to configure it is necessary to define some 
configuration levels that can are easily understandable and usable by different categories of users. This demand pushes 
us to affirm that the configurative programming can be considered as oriented to individual and therefore based on an 
approach more subjective that objective. 
 
This consideration makes the assignment to define a specific configurative language extremely tiresome, simply 
because various individuals have a different idea of the “simplicity” concept; for instance: a mathematician could 
consider easy the use of numerical models, a philosopher could privilege logical models, a manager would probably 
appreciate chart models. On the point of view of the programming languages these different visions would be translated 
in the creation of different development environments; in our example the mathematician would probably choose 
functional languages, the philosopher towards logical languages, the manager towards macro languages dedicated to the 
manipulations of data charts. 
 
                                                 
vii   Although these mechanisms are already present in precedents development paradigms (objects oriented, using component, etc.), the 

configurative programming extends to face them from different points of view. 
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Therefore we can assert that the implementation of the configurative programming paradigm can take place in different 
forms: each directed towards different categories of users. In this sense we can define that the configurative 
programming constitutes an “Individual Oriented Programming.” 
 
In order to define a language dedicated to a specific application domain it is sufficient to define a dedicate configurative 
programming language that is in a position to satisfy the requirements of a generic individual: an ideal representative of 
this category of users. It is obvious that the success of a such configurative language primarily will depend on the 
correct definition of this ideal individual, particularly having clear in mind its demands and operational ability, 
secondarily, having defined configuration mechanisms that a such individual will consider effectively simple. 
 
Clearly, the attainment of this objective is the result of an empiric process based on the experience of those who will 
participate to the process of languages definition; the fact that human activities are manifold and therefore the 
application contexts can be manifold too, each composed by a plurality of single individuals, allows to infer that the 
processes of definition eventually undertaken could lead to the production of a big quantity of different languages that 
could degenerate in a new linguistic confusion.  
 
The attempt to avoid one such degeneration as well as the demand to define languages that, likewise to the general 
purpose language, can be used in heterogeneous application domains, therefore to meet the demands and the favour of a 
vast community of users, induces us to propose the following definition: the “User Oriented Programming” is 
constituted by all the implementations of the configurative programming paradigm that has the objective to allow to a 
generic end user to directly develop an own configured application. 

Naturally also this definition is extremely ample and 
contains aspects of subjectivity; for such reasons we will 
now discuss of some general principles of reference that 
can lead to the correct definition of a programming 
language directed to the users. 
 
A configurative language must expose mechanisms to be 
configured; in order to define the mechanisms that a 
programmer will be able to configure it is useful to 
establish the margins of the problem that is wanted to be 
automated. As already discussed above, the 12° axiom 
guarantees that a configured application can operate 
together with other applications developed with 
traditional languages. This possibility allows us to avoid 
to consider the configurative model as a panacea for the 
automatization of all the possible activities; it makes 
sense to use the configurative model only in the cases in 
which it produces of the effective benefits, basically in 

the cases in which: 
• The participation of more individuals, with heterogenous professional competences, to the activity of creation and 

maintenance of software application; for example, in the realization of control systems of management for the 
companies. 

• In the situations in which the software distribution model realized in configured way constitutes a strategic 
advantage for the producer of the software. For example, a software house could consider advantageous to realize 
with the configured model only the application infrastructure management (user’s profiles, MDI, menu, command 
bars, simple forms of date-entry, query on the data, form to change password, support to reporting, operation in 
public and private nets, etc.) and to realize with traditional languages specific modules that contain a complex 
know-how or a know-how for which it is necessary a greater protection of the intellectual property. 

• When the developers do not have the experiences and competences required by the traditional programming 
languages; for instance, in the development of applications for school or home use. 

• In general in the cases in which the use of the configurative model allows to develop more simply complete 
applications or meaningful parts of theme. 

In the other cases the use of the configurative model has to be valued in specific way to avoid that its application 
becomes self-defeating; for instance in the cases in which the management of a configured application becomes more 
complex in comparison to an analogous application developed with traditional programming languages. 
These reflections remark that the set of  computer projects realized with the configurative programming are extremely 
wide. Among the many possible fields of application we believe that a meaningful interest will be in the production of 
software for personal use.  

 

 
 
Fig. 4 –  an ideal classification of languages oriented to different 
categories of individuals 
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As a consequence of the general diffusion of the computer technologies the houses of hundreds of million of individuals 
contain computational ability comparable to professional contexts; the last years have seen an exponential increase of 
the solutions software express realized and commercialized for the home consumer; instead, the possibilities that a 
single consumer can construct itself own applications that satisfy its personal requirements did not increase 
meaningfully. We believe that the configurative model will allow us to reach such objective. 

 
Besides we believe that this model will also 
have a meaningful diffusion in the fields of the 
organizations that already have information 
systems. The figure 4 evidences the existence of 
a considerable space of diffusion constituted by 
those demands that traditional application 
solutions manage with notable economic and 
temporal investments, while the use of typical 
tools of the office automations (for instance, the 
spreadsheets) don't guarantee enough certainty 
in the data management (the information is 
destructured). 
 
We believe that the two examples discussed, 
already expose with clarity the possibilities 
offered by this model. In general we think that 
the configurative approach is extremely valid in 
all the realities where it is necessary to manage 
in rapid and structural way the problem of the 

software uncertainty. 
In the first part of the treatise we have discussed about the approach held from the different methodological models in 
facing the problem of the software uncertainty; the studies of Rittel and Webber23 have shown as the reality is often 
constituted by malignant problems or wicked problems.  
In effects, the real problems are observed from multiple points of view and with conflict levels of knowledge, therefore 
the software development, even if supported by valid methodologies, will hardly be totally in compliance with the 
requirements of the customers. 
In this sense the adoption of the programming configurative, thanks to the intrinsic possibility to realize the software 
through an adaptive approach, allows to rapidly correct the imperfections found: for this reason it can be considered a 
winning approach in all those applications for which a shared definition of the problemsviii  between the actors who have 
participated to the phase of analysis has not been found. 
For these reasons we can assert that it is possible to consider the configurative approach as a valid solution to solve the 
problems that, from the watefall24 model onwards, often has compromised the processes of software development and 
maintenance. 
 
V – The first language founded on the configurative paradigm  
In the preceding sections we have introduced and discussed the configurative programming paradigm, underlining as 
such theoretical model innovates the activity of the code development. At the end of this discussion we think it is useful 
to shortly introduce the first configured programming language.  
This experimental language, belonging to the class of the user oriented programming languages, has been realized by 
the authors of this treatise to accompany the proposal of the new programming paradigm together with a concrete 
implementation that shows the applicability in the real world of the proposed theoretical assertions. As it is not the 
objective of this treatise to deepen the analysis of solutions software we will confine ourselves to underlining some 
meaningful aspects. 
 
We have seen that the objective of the user oriented programming is to define programming mechanisms that a generic 
user finds simple. Such objective has primarily been pursued using visual interfaces for the interaction with the users 
and secondarily basing the process of formulation of the configurations filling up of the tables. 
The choice of the visual interfaces has been motivated with the obvious ascertainment that these have constituted the 
lever that has allowed the diffusion of the computers towards the generality of the human beings. Instead, the tabular 
representation has been adopted for the ability to conjugate the simplicity of use to the possibility to analytically treat a 
big quantity of data. In substance the basic idea of the spreadsheet has been reconsidered and enriched of further 
elements to support a more structured information management. As an example, the not professional programmer will 
                                                 
viii   The known and encoded problems, that is somehow governed by the applications, they are also known as tame problems. 

 
 Fig. 5 –  possible use of the model configuraivo in the organizations 
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be able to try ideas and suggestions in other applications or documentary sources and to insert them in the own 
applications simply using the techniques of the “copy and paste”: undoubtedly a possibility to develop code which 
appears very simple and suggestive. 
 
From the requirement to use a rich graphic environment, already used with simplicity by most individuals, it is derived 
the choice to use an interface Windows Forms25 rather than a browser (the use of the browser would also have required 
further competences for the management of the support infrastructures).  
 
Further element of interest is the technique chosen for the interaction with the sources given: in order to favour the 
operation between computers interconnected on public nets at a low speed the logic of data management in 
disconnected26 mode has been preferred (even if more evolved users can use more traditional mechanisms for the 
interaction with the DBs). 

 
The demand to allow the 
interaction with other 
languages has been satisfied 
enriching the environment 
of an inside programming 
language of traditional type; 
an imperative language 
expressly defined for not 
professional programmers: 
with little effort, they would 
have at least be in a position 
to construct software small 
and simple (naturally, the 
professional programmers 
will be able to develop code 
more complex). 
 
The figure 6 is an example 
of forms software realized 
through the language 
shortly examined in this 
section; we believe that this 

image, alone, witnesses the validity of the specific language, but above all you underline the possibilities offered by the 
new model of configurative programming to the professional programmers and in general to whoever desires to be able 
to autonomously develop an own application working software in an application domain of interest. 
 
VI – Conclusions 
In conclusion of this treatise we belive a positive conclusive judgment can be expressed on the validity of the 
configurative programming paradigm. We believe that such paradigm, in its entirety, constitutes a new way to the 
software development: it will allow to extend the competence of the code development towards wider communities of 
individuals, while the traditional actors of the software development will receive notable advantages because they won't 
have to deal themselves with all the connected aspects of the process of software development and maintenance but 
they can dedicate their own specialist competences to the more strategic aspects. 
 
It is obvious that the ability to introduce simplification is directly proportional to the ability to implement the model 
producing some languages with a reasonable level of complexity. To define these languages it is necessary not to start 
from the presupposition to use them in all the circumstances, even with the collateral objective to expel the 
professionals of the software development from the automatization processes: who tried to define such a language, also 
in the cases in which he succeeded in the enterprise, probably he would obtain a new general purpose language: a 
language probably more complex than a traditional programming language. 
Instead, it is reasonable to expect a simplification in the management of these superstructuresix that we also find in 
software created for modest requirements of automation: requirements that usually create real applications more 
complex than those demanded by the specific problem to automate. 
                                                 
ix  Example of these demands, particularly present in the corporate environments, it is the compliance to the various national and international 

legislations (Systems of Quality, Data Protection, Computer Security, etc.) and the requirement to operate in Internet; business requirements that 
often demand complex infrastructures of support integrated with flexible mechanisms to manage the user’s profiles, roles and software. 

 
 
Fig. 6 –  an example of forms realized with this new language 
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However, generally speaking, whoever uses software realized with the paradigm of the configurative programming will 
get benefits even in case an active participation to the phases of code development and maintenance is not desired. 
Primarily the possibility to facilitate the code maintenance allows to hypothesize remarkable economic advantages: if 
the laws of Leham and Belady27 remember us that every software, to be able to satisfy its own users in long run, must 
be submitted to a periodic activity of updating, several studies28 have clearly shown how the software maintenance 
absorbs a conspicuous part of the general costs sustained for them, even recent29 analyses have underlined as this 
percentage you sometimes overcome the 90% threshold. 
To the meaningful economic advantages the benefits of strategic nature must be added, derived by a greater 
independence of the software realized with the configurative model: 
• The possibility to memorize the edited code equally in which the data are memorized, make it easier to preserve 

and transfer the know how contained in every single software. Besides, the technical possibility to consult and to 
modify in every moment the source code will allow the customer to contract more extensive licence agreements, 
that can reach to guarantee the real maintenance of the intellectual ownership of the code developed on request 
inside the organization of the customer, avoiding excessive dependences from single programmers or software 
house. 

• It will simplify the evolution of the applications in the long run: a new version of the environment of execution, for 
instance necessary for an updating of operating system, can be installed without necessarily modifying the 
programs developed that they will stay unchanged in the configuration library; at the same time a change of the 
configured applications, to replace obsolete commands with others more advanced, can be carried out for instance 
with simple commands of updating of the configuration library. 

• An interesting benefit will be obtained in all those contexts that need a lot of different applications but potentially 
integrated (ERP, MRP, CRM, Human Resource, etc.); the possibility to construct these applications using a same 
configuration environment, constituted by the same basic elements, will allow to realize software systems 
normalized and standardized: then easiest usable by different users. 

• The configurative programming also allows to face entirely the matterx of the legacy dilemma30 with a new 
approach: the code maintenance in the long run can happen in less critical way both for the facility to access the 
content of the same code, by itself originally organized in an orderly and documented way, and for the possibility 
to adjust, or also to rewrite, the existing configured applications simply by modifying parts of the configurations 
already realized. 

 
Naturally the configurative programming does not only involve benefits.  We have already seen that it does not have to 
be considered like an applicable panacea in all the circumstances; in some circumstances its use could result superfluous 
or even harmful. Particularly we believe that the use of the configurative model has to be valued with attention in the 
softwares in which the algorithmic element prevails in comparison to the simple interaction with the data: for instance, 
in the software containing business rules extremely articulated and dedicated to single domains. In these cases, the use 
of traditional languages, even limited to the development of specific modules to be inserted in an ampler system 
realized with the configurative model, could result more convenient.  
 
Instead, it is generally probable that the configurative programming will favour the diffusion of new products, new 
techniques and new methodologies thanks to the real possibility of participation of the final customer to the process of 
software development and maintenance. 
 
 
 
                                                 
x  The organizations that have the requirement to continue to maintain working in the time the own systems legacy must face the following 

dilemma: to restructure completely the systems legacy to continue to use them or to rewrite them trying to reproduce the same functionalities. 
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